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Background – Rootkits

I Definition
A rootkit is a stealthy type of malicious software (malware) designed
to hide the existence of certain processes or programs from normal
methods of detection and enables continued privileged access to a
computer

I Ways of installation
I Automated
I Manual

I Infects target machine typically exploiting vulnerabilities in some
other applications
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Background – Hooking

I Definition - Hook
Function pointers, return addresses, e.g.
ext3 dir operations->readdir

I Definition - Hooking
Techniques used to alter or augment the behavior of an operating
system, of applications, or of other software components by
intercepting function calls or messages or events passed between
software components.
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Contributions

I Design, implementation, and evaluation of HookSafe

I Hooksafe - Hypervisor-based lightweight system that can protect
thousands of kernel hooks from being hijacked by kernel rootkits.

I Efficiency of defense against rootkits using HookSafe

I Low overhead introduced using the tool

Michal Sekletar (University of Central Florida) April 2, 2012 5 / 14



Problem Overview

I Classification of kernel rootkits

1. Kernel Object Hooking (KOH) - hijack kernel control flow
2. Dynamic Kernel Object Manipulation (DKOM) - modify dynamic data

objects

I Majority of kernel rootkits are KOH rootkits (96%)
I Rootkit of type 1) can gain control over kernel execution

1. Code hooks
2. Data hooks - most common type

I Kernel hooks are scattered across kernel space

I Prior techniques are not suitable for protecting significant amount of
hooks
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HookSafe Architecture

Figure: The HookSafe Architecture

I Offline hook profiler

I Online hook protector
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Offline hook profiler

I Component profiles the guest kernel execution and outputs a hook
access profile for each protected hook

I Dynamic analysis runs the target system on top of an emulator (e.g.,
QEMU) and monitors every memory access to derive the hook access
instructions.

I Output of this analysis is hook access profile

Figure: Hook access profile
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Online hook protector

I Multiple tasks
I Initialization

I Creates shadow copy of kernel hooks and loads indirection code layer
I Online patching of guest OS kernel

I Run-Time Read/Write Indirection
I Reads are indirected to shadow copy and returned
I On write hypervisor will validate record and update shadow hook if

request is valid

I Run-Time tracking of dynamically allocated objects
I Hardware register protection

I Developed on Xen hypervisor
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Online hook protector - overview

Figure: The architecture of online hook protection
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Online hook protector - overview

Figure: The implementation of hook indirection
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Evaluation

I HookSafe tested against nine real-world rootkits

I HookSafe successfully prevented these rootkits from modifying the
protected kernel hooks

I Very little overhead, around 6%

Figure: Results of benchmarks
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Discussion

I Two major drawbacks

1. Coverage of dynamic analysis done by offline hook profiler
2. HookSafe assumes the prior knowledge of the set of kernel hooks that

should be protected

I Solutions

1. Combine dynamic analysis with complementary approach - static
analysis

2. Combine HookSafe with some other hook discovering tool, e.g.
HookFinder, HookMap
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Questions?
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